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 The rapid development of technology has led to various advancements, 

including the ability to conduct online payments through applications. 

Companies providing digital transaction payment services require a payment 

gateway system as an intermediary for online transactions. The system acts 

as an intermediary between merchants with digital wallets and banks, 

involving the company, merchants, and banks in its development. The 

system includes essential features like bill payment, user credit card 

verification, and transaction checking, customized to meet the specific 

requirements of merchants and adhere to security standards. In this study, we 

incorporated the rivest-shamir-adleman (RSA) algorithm and advanced 

encryption standard (AES) to ensure the security of a payment gateway 

system. We adopt the agile methodology in the development process of the 

system. We test the acceptance of the system to the user, and we also test the 

performance of the system. The results of this research show that the system 

can be accepted by the user, fulfill the user's needs, can be executed well, 

and performs adequately in handling multiple transactions concurrently. The 

outcome of this study can serve as valuable input for the company in 

building its own system, providing insights into algorithm implementation 

techniques and the system workflow. 

Keywords: 

Advanced encryption standard 

Agile methodology 

Credit cards 

Payment gateway system 

Rivest-shamir-adleman 

algorithm 

This is an open access article under the CC BY-SA license. 

 

Corresponding Author: 

Arief Ramadhan 

School of Computing, Telkom University 

Bandung, Indonesia  

Email: arieframadhan@telkomuniversity.ac.id 

 

 

1. INTRODUCTION 

The rapid development of technology in accordance with the progression of time has led to various 

advancements, including the ability to conduct online payments through various applications. According to 

data obtained from Bank Indonesia at the databoks forum, there was a significant increase of 58.60% in the 

use of electronic money in December 2021 compared to the previous year [1]. This widespread adoption of 

electronic money has prompted several companies to offer digital wallets as a facility to their customers. A 

digital wallet is an electronic application that serves as a tool for conducting online transactions [2]. Its 

primary function is to replace cash payments with electronic transactions, allowing users to make 

transactions anywhere quickly. Companies providing digital transaction payment services require a payment 

gateway as an intermediary for online transactions. This payment is made through an application that 

connects to a payment gateway to communicate with banks. A payment gateway is a payment system that 

connects online payments made through e-commerce platforms with financial institutions [3]. 

The payment gateway plays a vital role in ensuring seamless transactions and protecting customer 

transaction data as it travels over the internet [4]. Acting as a link between electronic wallets and financial 

https://creativecommons.org/licenses/by-sa/4.0/
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institutions, the payment gateway securely transfers transaction details to the financial institution, 

safeguarding them from unauthorized access. Its primary purpose is to establish a secure and encrypted 

pathway to the financial institution, protecting the encrypted data that includes user card information and 

transaction details. During the transaction approval process, the payment gateway relays transaction 

information back to the digital wallet or application, allowing for verification and completion of the payment. 

Security is very important for this kind of payment system [5], [6]. An encryption algorithm can be used to 

ensure the security of this kind of system [7], [8]. 

Rivest shamir adleman (RSA) is an algorithm in encryption system that utilizes asymmetric 

encryption mechanisms. Asymmetric encryption involves the use of two keys: a public key and a private key 

[9]. The advanced encryption standard (AES) algorithm is commonly used for data encryption. AES employs 

symmetric encryption mechanisms. It supports key sizes of 128, 192, or 256 bits. The number of iterations 

performed increases with larger key sizes: 10, 12, and 14 times for 128, 192, and 256 bits, respectively [10]. 

Both RSA and AES have been used in banking or payment systems in several research [11]–[14]. However, 

none of that research focused on the implementation of both RSA and AES in payment gateway system. 

Therefore, in this study, we focus on incorporating both RSA and AES in a payment gateway system. 

A payment gateway is provided by a company, which plays a role in offering online payment 

solutions to companies associated with digital wallets. The company that become our case study is a new 

client of a credit card service provider and collaborates with them to facilitate payments between digital 

wallet providers and banks. The specific type of payment to be executed through this collaboration is credit 

card payments. Currently, there are several digital wallet clients who will utilize the company's services for 

credit card payments. As a result, the company aims to develop a secure credit card payment gateway system 

within their digital wallet application, featuring the logo of the credit card service provider they are 

partnering with. Previously, the company had a payment gateway for conducting payments, but they did not 

have a specific service for credit card payments within their range of offerings. This was due to the lack of 

customers who required a payment gateway service designed specifically for credit card payments. 

Consequently, the company intends to build a secure payment gateway system tailored for credit card 

payments. After discussions with the company's manager, the proposed solution to address this issue is to 

create a payment gateway system. The flow of the payment gateway system involves users making credit 

card payments from their digital wallets. The payment will be processed through the payment gateway, 

which will connect to the financial institution responsible for completing the credit card payment. The 

payment status will be responded to by the financial institution and sent to the merchant for displaying the 

transaction status. The payment gateway system needs to be integrated smoothly with the company's existing 

application, and therefore, interviews will be conducted between the researchers and the company to gather 

the necessary information. Based on the insights gained from these interviews, the payment gateway system 

can be developed. If the system meets the criteria, further development will be pursued to expand the 

company's services. 

The objective of this paper is to create and execute the development of an electronic payment 

gateway. The gateway is used for a secure online payment system that includes credit card payments, 

employing a security mechanism using RSA and AES based on a secure exchange procedure. In this system, 

the customer's financial information is transmitted directly to a payment gateway. 

 

 

2. METHOD 

We adopted the agile methodology in this study. Agile methodology is a flexible methodology that 

responds well to changes and aims to improve the quality of software during project development. The 

development process using agile methodology is in the form a cycle that consists of requirements analysis, 

design, system building, and testing [15]. We adopted the agile methodology in our study and depicted as 

research design in Figure 1. 

The research design in Figure 1 begins with problem analysis, followed by gathering user 

requirements through interviews with the chief executive officer (CEO) and project manager. Data is 

collected to create the payment gateway system, including transaction details, user interactions, product 

information, pricing, and credit card personal account number (PAN). Examples of the required data are 

obtained from client companies and customized in collaboration with the company. Once the data is 

collected, the bisuness process for the payment gateway is designed the system with suggest from the project 

manager. 

Figure 2 explains the business process of a payment gateway being developed by the company for 

online credit card payments using digital wallets. The main goal of this process is to facilitate connections 

between merchants with digital wallets and the provision of credit card payment functionalities. The process 

starts with users accessing the merchant application and using the funds in their digital wallets to make credit 
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card payments. Transaction details, such as payment rate, PAN, and user number, are then transmitted to the 

payment gateway, which acts as an intermediary between the merchant, and the involved bank. 

 

 

 
 

Figure 1. Research design 

 

 

 
 

Figure 2. Business process of a payment gateway being developed 
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In the next process, the payment gateway verifies the user's identity and card details by sending the 

PAN to the acquiring bank, which, in turn, forwards the request to the corresponding financial institution 

indicated by the card association shown in Figure 2. The card association collaborates with multiple banks, 

each associated with a specific card logo (e.g., visa, mastercard). The issuer bank, responsible for the user's 

card, verifies the credit card's validity and sends a response to the payment gateway, indicating success or 

failure. If the response is positive, payment confirmation proceeds. 

Upon receiving a positive response, the payment gateway sends a settlement request to the acquiring 

bank to finalize the credit card bill payment. The acquiring bank temporarily holds the funds and confirms 

the payment with the issuer bank through the card association. Once the payment is confirmed, the user's 

credit card is charged with the specified amount. The acquiring bank then transfers the previously withheld 

funds to the issuer bank, and a confirmation response is sent from the acquiring bank to the payment 

gateway. This response is subsequently relayed to the merchant for display to the user, confirming the 

successful completion of the transaction. 

Several web and network technologies are used in the implementation steps. The application 

programming interface (API) gateway is used to serve as separate applications from external users by 

dynamically directing requests from clients and end applications to multiple internal applications [16]. It is a 

service that authorizes developers to create, implement, and manage APIs on the frontend, enabling access to 

data from backend services such as database access and storage. The API gateway acts as an intermediary 

between clients and servers, providing a consistent and uniform interface as a collection of microservices. 

This allows clients to interact with developers [17]. 

We also used golang or go as our programming language. It is an open-source programming 

language developed by Google. It shares similarities with C and C++ and is known for its excellent features 

that contribute to its simplicity. Go is easy to learn, thanks to its lightweight syntax and efficient memory 

management. It offers advantages such as fast execution time and a structured approach. Static typing ensures 

security when working with go. Furthermore, go provides comprehensive documentation and supports cross 

compilation [18]. Echo/labstack is also used in the implementation step. It is a go programming language 

framework that excels in performance, minimalism, and extensibility. It is well-suited for large-scale 

systems. Notable features of echo include optimized routing, HTTP/2 support, data binding, rendering, 

middleware, and customizable error handling. These features empower users to tailor the framework to their 

specific needs and preferences [19]. 

For the database, we used PostgreSQL and elasticsearch. PostgreSQL is an open-source database 

that offers excellent services and modern features such as complex queries, triggers, views, and transactional 

integrity. It allows users to add extensions for data types, functions, operators, and procedural languages. 

However, PostgreSQL can be used for both medium-scale and large-scale applications [20]. Elasticsearch is a 

distributed restful search tool that is based on a software library for information retrieval. It differs from 

relational database management systems (RDBMS) in that elasticsearch is a search and document storage 

tool based on key-value pairs. Searching in elasticsearch involves not only queries but also filters, which are 

useful for fast document retrieval [21]. Each object in elasticsearch is represented as JavaScript object 

notation (JSON), so it doesn't use structured query language (SQL) for database creation. JSON is a 

lightweight format used for exchanging data between web application clients and servers. Its main purpose is 

to provide a versatile method for storing and transferring data. JSON is human-readable and straightforward 

to write, making it user-friendly. It also enables easy processing and construction by machines. The format of 

JSON involves key-value pairs, where keys are typically strings enclosed in quotation marks. JSON values 

can be strings, booleans, null, arrays, and other objects [22]. 

We used vault to implement the RSA dan AES. Vault is an open-source tool for secrets management 

software package. Developed by HashiCorp, it is designed to securely store and refresh tokens for users 

across various virtual organizations. Vault supports openID connect (OIDC), kuberos, and offers a flexible 

plugin architecture and representational state transfer (REST) API. Essentially, vault is used to generate new 

tokens and provide a secure storage location for them. It employs RSA and AES algorithms in token creation. 

Vault aims to enhance data security for both large and small enterprises [23]. We also used SmartVista 

integration platform (SVIP) as middleware that helps the integration of financial services through a single 

platform. SVIP has several key features of a payment hub, it can act as universal gateway and it supports 

open API platform. 

Once the implementation step is completed, the end user will try the system and may request 

improvements from the developer. The system testing is conducted to verify the results against expectations 

and is reviewed by the company. The success of the system testing will be evaluated through user acceptance 

test (UAT), and the level of transaction speed will be measured using apache JMeter. The apache JMeter can 

be used to assess the performance of static and dynamic resources, simulating heavy loads on servers, 

networks, and objects. Its purpose is to analyze overall performance under different types of loads [24]. Any 
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issues or desired changes after testing. The client will give a feedback to the researcher for refinement. Once 

all additions and changes are addressed, the research findings can be documented as a research report. 

 

 

3. RESULTS AND DISCUSSION 

3.1.  Problem analysis and research needs 

We identified two problem types exists, those are the process oriented related problem and 

information oriented related problem. There are three actors involved in all of those problems. Merchant, 

payment gateway, and acquiring bank. All of those actors have several specific needs related to the two 

problems type as listed in Table 1. 

  

 

Table 1. The problem types, actors, and needs 
Type Actor Needs 

Process 

oriented 

Merchant 1. The system is capable of processing transactions for credit card payments that have been aligned 

with their system. This includes both the database and the flow of transaction entries into the 

payment gateway. 

2. The payment gateway system is expected to provide success or error codes. 
3. The payment gateway system is expected to provide success or error codes. 

4. The system can perform credit card verification for users. 
5. Merchants can view transaction responses by sending a status check request to the payment 

gateway. 

6. The system is able to store transaction data, both successful and unsuccessful ones, that have 
been performed. 

7. Merchants can view detailed daily transaction reports in the form of a comma-separated values 

(CSV) file. 
Payment 

gateway 

1. Providing verification of the connection between the merchant and the bank using JSON web 

token (JWT) or signature for receiving and sending APIs. 

2. The payment gateway can view the details of both successful and failed transactions for all banks 
and merchants. 

3. Employees can view daily transactions and generate transaction data in the form of a CSV file. 

Acquiring 
bank 

1. The system is expected to send transactions in JSON format. 
2. The system is expected to securely transmit data into the bank. 

3. The bank can view and search transactions for all registered merchants. 

4. The bank can view daily transactions in the form of a CSV file. 
Information 

oriented 

Merchant 1. The system must store transaction data as a company recap for future reference. 

2. The system must be easily accessible for merchants. 

3. The system must store daily transactions that are conducted. 
4. The received response should provide an explanation if any issues occur during the transaction 

process. 

Payment 
gateway 

1. The system stores transaction data in a detailed manner. 
2. The system must store daily transactions that are performed. 

acquiring 

bank 

1. The system stores transaction data in a detailed manner. 

2. The system must store daily transactions that are conducted. 

 

 

3.2.  System design 

We use use case diagram and activity diagram to deliver the system design. Figure 3 presents the 

use case diagram for the payment gateway system being developed. The diagram includes two actors: the 

merchant and the bank acquirer. The merchant engages in six activities, with the “verify connection” activity 

appearing in three of them. These activities involve: 1) “authorize user card” to verify the validity of user 

credit cards, 2) “check payment” to review transaction details and their status, and 3) “verify connection” to 

authenticate the merchant's connection to the payment gateway using JWT or signature. Additionally, the 

merchant performs “bill payment” by sending user transactions to the payment gateway for processing, 

“check daily report” to examine daily transactions in a static CSV file, and “check detail transaction” to 

access transaction status on the company website. In the bank acquirer role, two activities are conducted: 

“check detail transaction” to view transaction details on the company website and “check daily report” to 

observe daily transactions stored in a static CSV file. 

Figure 4 illustrates the authorization process for user credit cards. The merchant initiates the process 

by sending an authorization request with JWT or signature to the API gateway. The API gateway verifies the 

merchant's registration and masks the PAN, creating a modified request for the SVIP component. The SVIP 

further adjusts the request to match the requirements of the specific credit institution. The SVIP then sends 

the request to the credit card issuer to validate the user's credit card. The final outcome, success or failure, is 

communicated back to the merchant to be displayed to the user. 
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Figure 3. Use case diagram 

 

 

 
 

Figure 4. Activity diagram authorization user card 

 

 

The activity diagram for the bill payment process is presented in Figure 5. Here is an explanation of 

the flow of bill payment in the system. The initial step involves verifying the validity of the user's credit card, 

following a similar process as the user card authorization in Figure 4. The difference lies in the continuation 

of the payment process when the user's credit card is deemed valid. In the payment process, the adjusted 

request is sent to the SVIP component. The SVIP further customizes the request according to the credit 

institution's requirements and forwards it to the user's bank. The bank responds with the transaction status, 

which is then stored in the API gateway's transaction log. Finally, the API gateway returns the response to 

the merchant for displaying the transaction status to the user. 
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Figure 5. Activity diagram billpayment 

 

 

In Figure 6, the activity of checking the transaction status is depicted. Here is an explanation of the 

flow in the check payment activity. Initially, the check payment activity verifies the authorization of the user 

card. Once the validation is successful, the API gateway sends a request to check the transaction. The API 

gateway forwards the request to the SVIP for adjustments, and then it is sent to the credit card issuer. The 

credit card issuer sends the request to the relevant bank for verification. The bank performs the check and 

returns the transaction status to the merchant via the API gateway. The merchant can then proceed with 

further actions based on the received status. 

Activity diagram in Figure 7 presents the steps for users to check detail transaction. They must log 

in to the web-based application and navigate to the transaction tab on the main page. By selecting the static 

option, users can apply personalized filters. The website generates a report, presenting users with the desired 

transaction details. 

Activity diagram in Figure 8 presents the process of checking daily reports in a web-based 

application. Users must log in to access transaction details. After logging in, they navigate to the main page, 

select the transaction tab, and choose the static option. On this page, users can customize filters to their 

liking. The website generates a daily report in CSV format, which is then displayed for users to review. 
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Figure 6. Activity diagram check payment 

 

 

 
 

Figure 7. Activity diagram check detail transaction in dashboard 
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Figure 8. Activity diagram check daily transaction in dashboard 

 

 

3.3.  Payment gateway implementation 

The following is an explanation of the flow of using the AES and RSA algorithms in a payment 

gateway for encrypting user credit card numbers. First, the AES algorithm will be used. The following 

outlines the steps performed on the user's credit card number using the AES algorithm [25]: 

1) A key size of 256 bits will be generated, and the block size for encrypting the algorithm will be 128 bits. 

Therefore, each block of data to be encrypted using the 256-bit key will be divided into 128-bit blocks, 

and each block will be encrypted separately. For example, if there is a file of size 512 bits (64 bytes) and 

it is encrypted using AES with a 256-bit key, the file will be divided into 4 blocks, each block being 128 

bits (16 bytes) in size. 

2) Based on the predetermined key size of 256 bits, 14 rounds of encryption will be performed. Each round 

has its own key obtained through key scheduling. The following provides an overview of the key usage in 

each round [26]. 

The explanation pertains to the utilization of the key schedule algorithm in AES. Since there are 14 

rounds, a total of 15 keys are required. These 15 keys consist of one input key and 14 keys derived from the 

input key. The input key is referred to as key 0 (the first key). Key 0 generates 14 different keys. The 

generation of these 14 keys involves matrix calculations. Figure 9 provides an illustration of a single block as 

mentioned in the previous explanation. 

The image shows that each byte row contains 1 word, resulting in 4 words per block. With 14 

rounds of AES 256-bit, there are a total of 96 words. Therefore, 95 words need to be searched for. The keys 

are represented by 𝑤1 to 𝑤7 for key 0, 𝑤8 to 𝑤16 for key 1, and so on. Figure 10 illustrates the AES key 

schedule flow for key 1. 

The algorithm in Figure 11 follows a basic formula: 𝑤𝑖=𝑤(i−𝑁𝑘) ⊕ 𝑤(i−I) . In this formula, w 

represents the word in column i, and N is the starting word index in each round. Here's an example of the 

basic formula for key scheduling in the second block, for the 13th word: 

 

𝑤13 = 𝑤13 −  𝑁8 ⊕  𝑤13−1 

 

𝑤13 = 𝑤5 ⊕  𝑤12 
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Figure 9. Block matrix in AES algorithm 

 

 

 
 

Figure 10. Block matrix in AES algorithm 

 

 

 
 

Figure 11. Block matrix in AES algorithm 

 

 

The following are the steps to obtain key 1 and subsequent keys [27]. 

a. RotWord: in the RotWord step, a positional shift is performed by shifting the contents of each word 

column. Each word consists of 4 bytes and the word chosen is the last word in the block. 
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b. SubWord: in the SubWord step, the obtained words are transformed using the S-box table, which is a 

16x16 block. The S-box is a constant table. For example, if we have a 4-byte word𝑊3 = [𝐵14, 𝐵15,  𝐵16,
𝐵13] where 𝐵14 is 14, it is read as row 1 and column 4 in the S-box table, resulting in the value fractional 

anisotropy (FA). Thus, 𝐵14 becomes FA. This process is applied to other bytes as well, resulting in 

𝑊3=[FA, D2, 77, 0C]. 

c. Round constant: the round constant is a 4x1 matrix where the values in the last 3 rows are 0, and in each 

different round, the value in the first-row changes. The round constant matrix is used to perform XOR 

with the result of the SubWord operation. The following are the steps involved in the round constant 

process: 

− After obtaining the value from SubWord, it is XORed with the round constant for the round: 

g(𝑤3)=SubWord (𝑤3) ⊕ R1. 

− Converting all hexadecimal values in the matrix to binary: 

SubWord (𝑤3)=11111010 11010010 01110111 00001100 

R1=00000001 00000000 00000000 00000000 

− The XOR operation results in: 

11111011 11010010 01110111 00001100 

− The binary result is then converted back to hexadecimal. This becomes the round 1 key:  

𝑘1=[FB, D2, 77, 0C] 

3) After obtaining the key, each block will go through four steps in each round: SubBytes, ShiftRows, 

MixColumns, and add round key. Here is an example implementation for each step [10]: 

a. SubBytes: in the SubBytes step, each byte is substituted with another byte using the S-box table. An 

example implementation of SubBytes is performed by replacing specific bytes with their corresponding 

values from the S-box. 

b. ShiftRows: in the ShiftRows step, each row is shuffled according to the following rules. 

− The first row remains unchanged. 

− The second row is shifted one position to the left. 

− The third row is shifted two positions to the left. 

− The fourth row is shifted three positions to the left. 

An example implementation of ShiftRows is performed by shifting the rows of the block. 

c. MixColumns: in the MixColumns step, each column undergoes matrix multiplication with a specific 

matrix. An example implementation of MixColumns is performed by multiplying each column with the 

predefined matrix. 

d. Add round key: in the add round key step, the block is XORed with the round key. An example 

implementation of add round key is performed by XORing the block with the corresponding round key. 

By following these steps, the block undergoes the transformations of SubBytes, ShiftRows, MixColumns, 

and add round key for each round in the AES algorithm. The AES encryption process is followed by 

encrypting the 256-bit key using the RSA algorithm. Here's a simplified explanation of the RSA 

implementation [16]: 

a) Key generation: 

− Select two complex prime numbers, p and q, as the private key. 

− Compute n=p*q as the public key. 

− Calculate Φ(n)=(p-1)*(q-1) and store the result. 

b) Choose a random value e as the public key, which is not related to Φ(n). 

c) Calculate d as the private key using the equation d.e(mod Φ(n))=1. 

d) Define the communication function h(m, k)=mk mod 100. 

e) Encryption: 

− Convert the AES key into text representation. 

− Provide the public key (e and n) to the payment gateway. 

− Choose a random value k. 

− Perform calculations 𝐴 =  𝑘𝑒  𝑚𝑜𝑑 𝑛, B =𝑚 . (𝑘 + 1)𝑒  𝑚𝑜𝑑 𝑛 mod n, and 𝐻 =  ℎ(𝑚, 𝑘) 

− Send the values A, B, and H. 

By following these steps, the AES key is encrypted using RSA, and the resulting values are 

transmitted for communication. When the receiving party receives the ciphertext consisting of variables A, B, 

and H, they perform the following calculations to decrypt the key: 

a. Calculate k using the formula [28]: 

− k =  Ad mod n 

b. Calculate the original message value m: 

− m = B /(k + 1)e mod n 

https://link.springer.com/article/10.1007/s00330-006-0175-8
https://link.springer.com/article/10.1007/s00330-006-0175-8
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c. Check if H=h(m, k) 

If the calculated H matches the received value, the process proceeds successfully. 

The details of a transaction can be seen in Figure 12. It illustrates the system's capability to connect 

to the transaction detail dashboard and effectively present successfully executed transactions. The system can 

also show the record of failed or successful transactions as depicted in Figure 13. 

 

 

 
 

Figure 12. Detail transaction dashboard 

 

 

 
 

Figure 13. Static report transaction value 

 

 

3.3.  System testing 

3.2.1. User acceptance testing 

UAT was conducted to test the features by end users without knowledge of the underlying program. 

This testing will involve 7 participants, including 3 merchants, 2 tester from company staffs, and 2 testers 

from the bank acquirer. In the Table 2 are the scores represent the user acceptance level. Meanwhile, the 

Table 3 represents the results of the UAT conducted. 

 

 

Table 2. User acceptance level score 
Score User acceptance level 

1 Totally disagree 

2 Disagree 

3 Doubfull 
4 Agree 

5 Strongly agree 
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Table 3. User acceptance testing 
Feature Totally disagree Disagree Doubfull Agree Strongly agree Total score (%) 

Staff and merchant 
Making a payment - - - 2 3 92 

Performing user credit card verification - - 1 1 3 88 

Performing transaction verification - - - 1 4 96 
Connection with the acquiring bank is 

established using jwt or signature 

- - - 2 3 92 

Staff, merchant, and bank acquirer 
Checking transaction details on the 

website. 

- - 1 2 4 88,57 

Checking the status of transactions, both 
successful and failed. 

- - - 3 4 91,42 

 

 

From the results in Table 3, it can be seen that all of the features got a decent score and reflects the 

user acceptance of all of those features. The evaluation results of the UAT indicated that all of the 6 features 

were successfully executed for the merchant section using JWT and signature. The company and merchant 

reported 6 successful features for their side. The acquirer bank testing showed that 2 features could be 

properly executed. The UAT process achieved a 91,33% success rate based on the calculated percentages. 

 

3.2.2. Load testing 

In this step, testing was conducted with a range of 20 to 100 transactions per second (TPS) to 

evaluate the speed and capability of the system in handling multiple transactions concurrently. The server 

system specifications in development server for running this payment gateway consist of 4 cores, 8 GB 

random access memory (RAM), and a 100 GB hard disk drive (HDD). Assuming that the transaction 

processing time limit is influenced by the processor in server development, it is considered good if 

transactions are completed within 2 to 6 seconds [29]. If the transaction exceeds 6 seconds, it is considered 

poor performance. The apache JMeter is considered appropriate for those kind of tests [30]–[32]. In the Table 

4, the results of testing using apache JMeter are presented in development server, showing the time range of 

transactions. In the Table 5, the results of testing using JMeter are presented in production server, showing 

the time range of transactions. 

 

 

Table 4. Load testing in development server 
Sample Avarage Minimal Maximal Throughput Result 

10 3213 1772 7506 1.3/sec Good performance 

20 3662 2268 4762 4.2/sec Good performance 

30 3732 1832 5398 5.5/sec Good performance 
40 5713 2625 8144 4.9/sec Good performance 

50 6868 2234 11070 4.3/sec Poor performance 

60 4962 1795 8169 7.3/sec Good performance 
70 6202 1837 10640 6.5/sec Poor performance 

80 6947 2579 11672 6.8/sec Poor performance 
90 8343 3281 13782 6.5/sec Poor performance 

100 6493 2047 12235 8.1/sec Poor performance 

 

 

Table 5. Load testing in production server 
Sample Avarage Minimal Maximal Throughput Result 

20 552.26 262 824 32.84/sec Good performance 

50 1917.34 1432 2388 20.34/sec Good performance 

100 3297.95 2271 4026 24.76/sec Poor performance 

 

 

In this load testing experiment, it will display samples, average, minimum, maximum, throughput, 

and results. “Sample” represents the number of transactions conducted, “average” indicates the average 

transaction time in milliseconds, “minimum” represents the fastest transaction time, and “maximum” 

indicates the longest transaction time. “Throughput” shows how many transactions can be performed per 

second. “Result” represents the evaluation or assessment. 

In terms of load testing on the development server, with a minimum transaction time of 1.77 

seconds and a maximum of 4.7 seconds, the average transaction time was 3.7 seconds for 20 transactions. For 

up to 50 transactions, the transaction times were within a good range, with a minimum of 2.23 seconds and a 

maximum of 11.07 seconds, averaging at 6.5 seconds. However, when running 100 simultaneous 

transactions, the transaction times varied between a minimum of 2.04 seconds and a maximum of 12.23 
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seconds, with an average of 6.5 seconds for load testing on the production server, transaction times were 

good for 20 to 50 transactions, ranging from 0.5 to 2.4 seconds. However, when running 100 simultaneous 

transactions, the transaction speed decreased, with transaction times ranging from 2.2 to 4 seconds and an 

average of 3.3 seconds. 

 

 

4. CONCLUSION 

In this study, the researcher focuses on developing a payment gateway system for a company that 

serves as a system for credit card payments. The system acts as an intermediary between merchants with 

digital wallets and banks, involving the company, merchants, and banks in its development. The system 

includes essential features like bill payment, user credit card verification, and transaction checking, 

customized to meet the specific requirements of merchants and adhere to the company's security standards. 

The security measures include authorization during request transmission and the utilization of AES and RSA 

algorithms for encrypting user PAN. The choice between JWT and signature for authorization is determined 

through discussions between the merchants and the company. 

For user acceptance testing, it achieved a good score of 91.33%. As for load testing in both 

development and production environments, it can be considered to have good performance when handling 

50-60 transactions. In terms of security, the system is considered secure as the user's PAN is protected using 

AES and RSA algorithm. The outcome of this payment gateway development serves as valuable input for the 

company in building their own system, providing insights into algorithm implementation techniques and the 

system workflow. We elaborate on several key points as follows. From an academic perspective, it assists in 

the aspect of sequencing steps in system development, including the selection of methods used and the stages 

of creating unified modeling language (UML) as a guide. In a practical context, it greatly aids in the logical 

aspect of program development, as well as a deep understanding of the optimal system to be implemented in 

building the payment gateway. Overall, this research outcome also contributes to providing an overview for 

companies collaborating with each other regarding the developed payment gateway. 

For future research, we recommend further exploration in the development of a payment gateway 

system by expanding the system to accommodate debit payments in addition to credit card payments. 

Additionally, we suggest developing the payment gateway system using alternative methods, such as 

different algorithms and different programming languages. The security and transaction processing speed of 

the payment gateway system should also be explored in further research. 
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